Q.1) Implement two different sorting algorithms bubble sort and quick sort measure and compare the execution time for different input size and calculate and compare the time complexity of these trends.

#include<stdio.h>

#include <iostream.h>

#include <conio.h>

#include <stdlib.h>

#include <dos.h>

#include <time.h>

#include <graphics.h>

void swap(int &a, int &b) {

    int temp = a;

    a = b;

    b = temp;

}

class SortingAlgorithms {

public:

    void bubbleSort(int arr[], int n) {

    for (int i = 0; i < n - 1; i++) {

            for (int j = 0; j < n - i - 1; j++) {

                if (arr[j] > arr[j + 1]) {

                    swap(arr[j], arr[j + 1]);

                }

            }

        }

    }

    int partition(int arr[], int low, int high) {

        int pivot = arr[high];

        int i = low - 1;

    for (int j = low; j < high; j++) {

            if (arr[j] < pivot) {

                i++;

                swap(arr[i], arr[j]);

            }

        }

        swap(arr[i + 1], arr[high]);

        return i + 1;

    }

    void quickSort(int arr[], int low, int high) {

        if (low < high) {

            int pi = partition(arr, low, high);

            quickSort(arr, low, pi - 1);

            quickSort(arr, pi + 1, high);

        }

    }

};

void generateRandomArray(int arr[], int size) {

    for (int i = 0; i < size; i++) {

        arr[i] = rand() % 10000;

    }

}

void drawGraph(double bubbleTimes[], double quickTimes[], int sizes[], int count) {

    int gd = DETECT, gm;

    initgraph(&gd, &gm, "C:\\Turboc3\\BGI");

    setcolor(WHITE);

    outtextxy(250, 20, "Shiv Arora");

    outtextxy(150, 40, "Sorting Algorithm Time Complexity Comparison");

    outtextxy(50, 410, "Input Size");

    outtextxy(20, 200, "Time (scaled)");

    int scale = 2000; *// Moderate scaling factor for visibility*

    int barWidth = 40, spacing = 120, x = 100;

    for (int i = 0; i < count; i++) {

        int bubbleHeight = bubbleTimes[i] \* scale;

        int quickHeight = quickTimes[i] \* scale;

*// Bubble Sort bar*

        setfillstyle(SOLID\_FILL, RED);

        bar(x, 400 - bubbleHeight, x + barWidth, 400);

        outtextxy(x, 405, "Bubble");

*// Quick Sort bar*

        setfillstyle(SOLID\_FILL, BLUE);

        bar(x + barWidth + 10, 400 - quickHeight, x + 2 \* barWidth + 10, 400);

        outtextxy(x + barWidth + 10, 405, "Quick");

*// Input size label*

        char sizeLabel[10];

        sprintf(sizeLabel, "%d", sizes[i]);

        outtextxy(x + barWidth / 2, 430, sizeLabel);

        x += spacing;

    }

    getch();

    closegraph();

}

void main() {

    clrscr();

    cout<< "Shiv Arora"<< endl;

    SortingAlgorithms sorter;

    int sizes[] = {100, 1000, 5000, 10000};

    int repetitions[] = {1000, 100, 10, 1}; *// corresponding repetitions*

    clock\_t start, stop;

    double bubbleTimes[4], quickTimes[4];

    for (int i = 0; i < 4; i++) {

        int size = sizes[i];

        int repeat = repetitions[i];

        double totalBubble = 0, totalQuick = 0;

        for (int r = 0; r < repeat; r++) {

            int\* arr = new int[size];

            int\* arrCopy = new int[size];

            generateRandomArray(arr, size);

            for (int j = 0; j < size; j++) {

                arrCopy[j] = arr[j];

            }

            start = clock();

            sorter.bubbleSort(arr, size);

            stop = clock();

            totalBubble += (double)(stop - start) / CLK\_TCK;

            start = clock();

            sorter.quickSort(arrCopy, 0, size - 1);

            stop = clock();

            totalQuick += (double)(stop - start) / CLK\_TCK;

            delete[] arr;

            delete[] arrCopy;

        }

        bubbleTimes[i] = totalBubble / repeat;

        quickTimes[i] = totalQuick / repeat;

        cout << "Average Bubble Sort time for n = " << size << " : " << bubbleTimes[i] << " sec\n";

        cout << "Average Quick Sort time  for n = " << size << " : " << quickTimes[i] << " sec\n\n";

    }

    drawGraph(bubbleTimes, quickTimes, sizes, 4);

    getch();

}

OUTPUT:
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![](data:image/png;base64,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)

Q.2) Write a simple programme that compares three functions print their computed values for increasing values of and classify them under **O, Ω, Θ** notations

#include <iostream.h>

#include <conio.h>

#include <math.h>

#include <graphics.h>

class AsymptoticComparison {

public:

    int function1(int n) { return n \* n; }

    float function2(int n) { return n \* log(n); }

    int function3(int n) { return n; }

    void plotGraph(int start, int end) {

        int gd = DETECT, gm;

        initgraph(&gd, &gm, "C:\\TURBOC3\\BGI");

        int x = 50, y\_base = 400, prev\_x = -1;

        int prev\_y1 = -1, prev\_y2 = -1, prev\_y3 = -1;

        for (int i = start; i <= end; i \*= 2) {

            int y1 = y\_base - function1(i) / 100; *// scale O(n^2)*

            int y2 = y\_base - function2(i) / 10; *// scale O(n log n)*

            int y3 = y\_base - function3(i); *// scale O(n)*

            putpixel(x, y1, BLUE); *// O(n^2)*

            putpixel(x, y2, GREEN); *// O(n log n)*

            putpixel(x, y3, RED); *// O(n)*

            if (prev\_x != -1) {

                setcolor(BLUE);

                line(prev\_x, prev\_y1, x, y1); *// O(n^2)*

                setcolor(GREEN);

                line(prev\_x, prev\_y2, x, y2); *// O(n log n)*

                setcolor(RED);

                line(prev\_x, prev\_y3, x, y3); *// O(n)*

            }

            prev\_x = x;

            prev\_y1 = y1;

            prev\_y2 = y2;

            prev\_y3 = y3;

        x += 10;

        }

        setcolor(WHITE);

        outtextxy(50, 420, "Red: O(n), Green: O(n log n), Blue: O(n^2)");

        outtextxy(50, 450, "Shiv Arora");

        getch();

        closegraph();

    }

};

int main() {

    clrscr();

    AsymptoticComparison comparer;

    comparer.plotGraph(1, 1100);

    getch();

    return 0;

}

OUTPUT:
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Q.3) Solve the recurrence relations using master method and substitution method.

#include <iostream.h>

#include <conio.h>

#include <stdlib.h>

void main(){

clrscr();

cout<< "Shiv Arora" << endl;

int choice;

cout<<"Choose one of the following options: " << endl;

cout<< "1) T(n) = 2T(n/2) + n" << endl;

cout<< "2) T(n) = T(n/2) + 1" << endl;

cin >> choice;

int method;

cout<<"Choose one of the following methods: " << endl;

cout<< "1) Substitution Method" << endl;

cout<< "2) Master Theorem" << endl;

cin>> method;

if(choice == 1 && method == 1) {

cout << "T(n) = 2T(n/2) + n" << endl;

cout << "Assume T(n) = nlogn" << endl;

cout << "T(n) = 2T(n/2) + n" << endl;

cout << "T(n) = 2(n/2)log(n/2) + n" << endl;

cout << "T(n) = nlog(n/2) + n" << endl;

cout << "T(n) = n(logn - log2) + n" << endl;

cout << "T(n) = nlogn - nlog2 + n" << endl;

cout << "T(n) = nlogn - n + n" << endl;

cout << "T(n) = Theta(nlogn)" << endl;

}

else if(choice == 1 && method == 2){

cout<< "Master Theorem: T(n) = aT(n/b) + f(n)"<<endl;

cout<< "a = 2, b = 2, f(n) = n"<<endl;

cout<< "n^log\_b(a) = n^log\_2(2) = n^1"<<endl;

cout<< "as f(n) = n^log\_b(a)"<<endl;

cout<<"Case 3: f(n) = n^log\_b(a) => T(n) = Theta(f(n) \* logn)"<<endl;

cout << "T(n) = Theta(nlogn)" << endl;

}

else if(choice == 2 && method == 1){

cout << "T(n) = T(n/2) + 1" << endl;

cout << "Assume T(n) = 1" << endl;

cout << "T(n) = T(n/2) + 1" << endl;

cout << "T(n) = T(n/2) + 1" << endl;

cout << "T(n) = T(n/4) + 1 + 1" << endl;

cout << "T(n) = T(n/8) + 1 + 1 + 1" << endl;

cout << "T(n) = T(n/2^k) + k" << endl;

cout << "T(n) = T(1) + log(n)" << endl;

cout << "T(n) = 1 + log(n)" << endl;

cout << "T(n) = Theta(logn)" << endl;

}

else if(choice == 2 && method == 2){

cout<< "Master Theorem: T(n) = aT(n/b) + f(n)"<<endl;

cout<< "a = 1, b = 2, f(n) = 1"<<endl;

cout<< "n^log\_b(a) = n^log\_2(1) = n^0 = 1"<<endl;

cout<< "as f(n) = n^log\_b(a)"<<endl;

cout<<"Case 3: f(n) = n^log\_b(a) => T(n) = Theta(f(n) \* logn)"<<endl;

cout << "T(n) = Theta(logn)" << endl;

}

else{

cout << "Invalid choice" << endl;

}

cout << "End of program" << endl;

getch();

}

OUTPUT:
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